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The three computational models (recursion, $\lambda$-calculus, and Turing machine) were shown to be equivalent (1934).

## Church-Turing thesis

Any real-world computation can be translated into an equivalent computation involving a Turing machine (or a program in any reasonable programming language).

The intuitive notion of effective computability for functions and algorithms is formally expressed by Turing machines or the lambda calculus.

A function is computable, in the intuitive sense, if and only if it is Turing-computable.
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[^0]:    The three computational models (recursion, $\lambda$-calculus, and Turing machine) were shown to be equivalent (1934).

    Church-Turing thesis
    Any real-world computation can be translated into an equivalent
    computation involving a Turing machine (or a program in any reasonable programming language)

